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The principles of software are easy

Just a bunch of computer instructions

IO, arithmetic, control, done.

The practice of software is incomprehensible

There is too much code

There is too much diversity

The CPU is too fast

There is too much memory
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